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CS-261 Final Report (mid-term project)
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**Project Description:**

In this project we are going to scrap the data of online courses available on websites like edx.org, cousera, khan academy and much more. So, the purpose of this project is to scrap all the courses from internet and merge them in the single space so that all can search for their desires under the same roof. We will get you at least the data of one million courses from internet that will include both paid and free courses. These courses will be from world best universities and we will share you the experience of professional institutes and professors. A student can select his course seeing how many numbers of student are already enrolled the course. We will also show you the number of reviews of people on the courses. You can also see which universities are providing these courses. Besides you can see the level of the courses or prerequisite of the courses. I hope this project will help to learn skills and quench the thirst of your knowledge. The keen desire to fetch knowledge inspired us to fulfill this project from the basic to advanced level. In the upcoming years everything will be shifted to online and their will be digitalization of every thing in this regard our project will help a lot. Also in the current situation of corona this project will also make its mark in the market.

**UI Design:**

|  |  |
| --- | --- |
| Home Screen |  |
| Scrapping |  |
| About |  |

**Motivations:**

As I am also a student, we know which difficulties students are facing in the lock down. Where there are lot of issues regarding studies. It is difficult to ask questions about topics and to interact with teachers. So, the basic motivation of this project is to facilitate the student body and make things easy for them. Secondly to serve the Youngs of nation so, they can take part in the prosperity of nation. This project is helpful in all the domains but specially in the duration of corona lockdown the student body will get high benefit. Students can join free courses and can fill up the deficiency left behind due to online classes.

**Audience:**

The audience of this project will be students. Besides student teachers and professional staff can also get new methods and can update their old concepts. This project is specially designed for the student body and for the professionals who want to clear their placements. These courses will include professional certificates that will help the enrollers job ready. Free lancers will also get benefits from these courses.

**Business Need:**

This project will have great impact on the education level of our society. Many people are unfamiliar about the correct and effective use of internet. So, with the help of this project we will teach them how they can make their time more productive and efficient. Secondly in the duration of lockdown where all the schools and learning centers have been shut down such projects will continue the flow of effective and efficient learning. As mentioned above this project will be effective for free lancers and placements preparations. I hope inshallah this project has lot to serve the nation and humanity.

**Scrapping Purpose:**

First of as of our project we decided to scrap the data through websites like edx.ord , cousera and udemy etc. But for this project we have some requirements and almost all the websites did not fulfill all the requirements so it remain very difficult to remain at our standard. But with a lot of struggles and compensations we al last succeeded to get you all the attributes and domains of project. For the fulfillment of requirements we also left some of the main websites but collected the data of courses by scrolling almost all the internet. In the end we succeeded and got to our wish. This all happened due to our strong collaboration and planning.

# **Selection Sort:**

It is also a technique to sort array either in ascending or descending array.it holds two subarrays at a time one is sorted and another is unsorted and by finding minimum it places that number in the beginning of sorted array. In this sorting every element from unsorted subarray is picked and move to sorted subarray. This process is literally time consuming because for a large array we have to do a lot of comparisons.

**Pseudo Code (Selection Sort):**

For i=1 to length of array

min = i

For j =i+1 to length of array

If array[min] > array[j]

min = j

swap (array[i], array[min])

**Python Code (Selection sort):**

from array import \*

def SelectionSort(arr):

for i in range(0,len(arr)):

minimum = i

for j in range(i+1,len(arr)):

if arr[minimum] > arr[j]:

minimum = j

rep = arr[i]

arr[i] = arr[minimum]

arr[minimum] = rep

size = int(input("enter size of array "))

arr = array('i' , [])

for k in range(0,size):

arr.append(int(input("enter elements of array ")))

SelectionSort(arr)

print("sorted array is ")

print(str(arr))

**Time Complexity Analysis:**

For i=1 to length of array O(n+1)

min = i O(n)

For j =i+1 to length of array O(n)\*O(n-(i+1))

If array[min] > array[j] O(n)\*O((n-1) - (i+1))

min = j O(n)\*O((n-1) - (i+1))

swap (array[i], array[min]) O(n)

**T(n) =** O(n+1) + O(n)+ O(n)\*O(n-(i+1))+ O(n)\*O((n-1) - (i+1))+ O(n)\*O((n-1) - (i+1))+ O(n)

**T(n) =** O(n^2)

Hence it will take bigo of n square time due to two iterative for loops.

**Proof of Correctness:**

Hence this algorithm is true because it first of all finds the smallest number from the array and then replace it with the first number. And then it again find the smallest number from j = i+1 so it will always give the true value.

**Three Strengths:**

The three strengths of Selection Sort are as follows

* It works for negative integers as well
* It will never make challenges no matter how complex is array
* It can also work for alphabets

**Three Weaknesses:**

The three weaknesses are as follows

* It will run in n square times
* It has to do comparisons
* It will depend on hardware

**Dry Run:**

enter size of array 8

enter elements of array 23

enter elements of array 6

enter elements of array 09

enter elements of array 122

enter elements of array -9

enter elements of array 4

enter elements of array 3

enter elements of array 98

sorted array is [-9, 3, 4, 6, 9, 23, 98, 122]

**Merge Sort:**

Merge Sort is a recursive algorithm. It works recursively and divide the array into smaller arrays until it reaches its base case. After reaching base case it then merge all the arrays together until arrays are sorted. The mergence of array works on comparison base it check first element of one array and compares it with the element of second array and place the smallest element first in the parent array. It consumes less time than selection sort because it divides the big problem into smaller problem.

**Pseudo Code (Merge Sort):**

mergeSort (arr,low,high)

if low < high

medium = low+high / 2

mergeSort (arr,low,medium)

mergeSort (arr,medium+1,high)

mergeArrays (arr,low,medium,high)

mergeArrays (arr,low,medium,high)

arr1 = 0 to medium

arr1[] = arr[x]

arr2 = medium+1 to high

arr1[] = arr[y]

while i < length of arr1 and j < length of arr2

if arr1[i] < arr2[j]

arr[k] = arr1[i]

else

arr[k] = arr[j]

**Python Code (Merge Sort):**

from array import \*

def mergeSort(arr ,low ,high):

if low < high:

medium = int((low+high)/2)

mergeSort(arr,low,medium)

mergeSort(arr,medium+1,high)

mergeArrays(arr,low,medium,high)

def mergeArrays(arr,low,medium,high):

size1 = (medium - low) + 1

size2 = high - medium

arr1 = array('i',[])

arr2 = array('i',[])

i =0

j =0

k =low

for x in range(0,size1):

arr1.append(arr[low+x])

for y in range(0,size2):

arr2.append(arr[(medium+1)+y])

while( i < len(arr1) and j < len(arr2)):

if (arr1[i] < arr2[j]):

arr[k] = arr1[i]

i =i+1

k =K+1

else:

arr[k] = arr2[j]

j =j+1

k =k+1

while(i<len(arr1)):

arr[k] = arr1[i]

i =i+1

k =k+1

while(j<len(arr2)):

arr[k] = arr2[j]

j =j+1

k =k+1

size3 = int(input("enter size of array "))

arr = array('i',[])

for m in range(0,size3):

arr.append(int(input("enter elements of arrqay ")))

low = 0

high = size3-1

mergeSort(arr,low,high)

print("sorted array is ")

print(str(arr))

**Time Complexity Analysis:**

def mergeSort(arr ,low ,high): O(1)

if low < high:

medium = int((low+high)/2) O(1)

mergeSort(arr,low,medium) O(log n)

mergeSort(arr,medium+1,high) O(log n)

mergeArrays(arr,low,medium,high) O(n)

hence the total sum of time will be

T(n) **= O(1) + O(log n ) + O(n)**

T(n) **= O(n**log**n)**

**Proof of Correctness:**

If we analyze the code correctly we will come to know that it divides the array from the middle and repeats the process until starting and ending point of the array becomes same. Hence after reaching base case it will merge them all together which is right so from the code we analyze that it will work properly even after each iteration hence it is correct.

**Three Strengths:**

* It takes less time
* It works recursively so we don’t need to repeat the code
* It is best for arrays of bigger size

**Three Weaknesses:**

* We must always take care of starting and ending index
* Not good for small inputs
* We can do more better than this

**Dry Run:**

enter size of array 5

enter elements of array 5

enter elements of array 4

enter elements of array 3

enter elements of array 2

enter elements of array 1

sorted array is [1, 2, 3, 4, 5]

**Quick Sort:**

Quick sort is also sorting algorithm that takes the same time as merge sort or insertion sort. It works on the principle of dividing the array in to two sub arrays and then apply sorting on both sides. First of all we assign of pivot from the array according to that pivot the algorithm divides the array into two halves. One half contains that elements that are smaller than the pivot and the other side have the greater element. Similarly we then assign a new pivot for side and for right side as well in this way array is sorted.

**Pseudo Code (Quick Sort):**

QuickSort(arr,low,high)

If low < high

Pivot = findPivot(arr, low ,high)

QickSort(arr,low,pivot-1)

QuickSort(arr,pivot+1,high)

findPivot(arr, low,high)

i =low

pivot = high

for j = low to legth of arr

if arr[j] < arr[pivot]

swap (arr[i] , arr[j])

swap (arr[i] ,arr[pivot])

**Python Code (Quick Sort):**

from array import \*

def QuickSort(arr,low,high):

if low < high:

pivot = findpivot(arr,low,high)

QuickSort(arr,low,pivot-1)

QuickSort(arr,pivot+1,high)

def findpivot(arr,low,high):

i =low

pivot = high

for j in range(low,high):

if arr[j] < arr[pivot]:

c = arr[i]

arr[i] = arr[j]

arr[j] = c

i =i+1

d = arr[i]

arr[i] = arr[pivot]

arr[pivot] = d

return i

size = int(input("enter size of array "))

arr = array('i',[])

for i in range(0,size):

arr.append(int(input("enter elements of array ")))

low =0

high = size -1

QuickSort(arr,low,high)

print(arr)

**Time Complexity Analysis:**

QuickSort(arr,low,high)

If low < high

Pivot = findPivot(arr, low ,high) O(log n)

QickSort(arr,low,pivot-1) O(log n)

QuickSort(arr,pivot+1,high) O(log n)

findPivot(arr, low,high)

i =low O(1)

pivot = high O(1)

for j = low to legth of arr O(n +1)

if arr[j] < arr[pivot] O(n)

swap (arr[i] , arr[j]) O(n)

swap (arr[i] ,arr[pivot]) O(1)

**T(n) =** O(log n ) + O(n+1) + O(n)+O(1)

**T(n) = O(n**log**n)**

**Proof of Correctness:**

The algorithm is also an iterative one it works correctly even if we divide the array into smaller sub arrays. So, this algorithm holds true in every condition no matter before or after iteration.

**Three Strengths:**

* Takes less time than usual algorithms
* Divides the problem into smaller problems
* Recursive algorithm

**Three Weaknesses:**

* We can perform better than this
* Need comparison

**Dry Run:**

enter size of array 5

enter elements of array 5

enter elements of array 32

enter elements of array 4

enter elements of array 2

enter elements of array 89

[2, 4, 5, 32, 89]

**Radix Sort:**

Radix Sort is one of the fastest algorithms. It is so fast because it uses count sort as backing. It does not do any comparisons so it will not take much time. Radix sort works in three phases first of all it finds the maximum number from the array and then finds number of places in that big integer. Then according to that places it adds zero on the left sides of the other indexes to make them equal to maximum number. In phase one it places the integers in the buckets according to their value at one’s place. Then to their ten’s or so on places. Rest of the concept can be seen is pseudo code.

**Pseudo Code (Radix Sort):**

findMax(arr)

max = findMax(arr)

for i=1 to length of array

add zero to the left of smaller numbers

according to one’s position of integers store them in the buckets ranges from 0 to 9

update the array by adding previous array with the next array

according to one’s place store the integer in the new array

repeat this process three times

**Python Code (Radix Sort):**

from array import \*

def findMax(arr):

maximum = 0

for i in range(1,len(arr)):

if (arr[maximum] < arr[i]):

maximum = i

return arr[maximum]

arr = []

size = int(input("enter size of array "))

for y in range(0,size):

arr.append(int(input("enter elements of array ")))

arr1=[]

for k in range(0,len(arr)):

arr1.append(str(arr[k]))

maximum = findMax(arr)

for j in range(0,len(arr1)):

while(len(arr1[j]) < 3):

arr1[j] = "0" + arr1[j]

# \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Phase 1 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

array0 = []

for l in range(0,10):

array0.append(0)

for m in range(0,len(arr1)):

val = arr1[m]

value = int(val[2])

array0[value] = array0[value] + 1

for n in range(1,len(array0)):

array0[n] = array0[n] + array0[n-1]

One = len(arr1)-1

b1 =[]

for o in range(0,len(arr)):

b1.append("0")

while(One>=0):

val = arr1[One]

value = int(val[2])

array0[value] = array0[value] - 1

b1[array0[value]] = arr1[One]

One = One -1

# \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Phase 2 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

array1 = []

for p in range(0,10):

array1.append(0)

for q in range(0,len(b1)):

val = b1[q]

value = int(val[1])

array1[value] = array1[value] + 1

for r in range(1,len(array1)):

array1[r] = array1[r] + array1[r-1]

Two = len(b1)-1

b2 =[]

for s in range(0,len(arr)):

b2.append("0")

while(Two>=0):

val = b1[Two]

value = int(val[1])

array1[value] = array1[value] - 1

b2[array1[value]] = b1[Two]

Two = Two -1

# \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* Phase 3 \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

array2 = []

for t in range(0,10):

array2.append(0)

for u in range(0,len(b2)):

val = b2[u]

value = int(val[0])

array2[value] = array2[value] + 1

for v in range(1,len(array2)):

array2[v] = array2[v] + array2[v-1]

Three = len(b2)-1

b3 =[]

for w in range(0,len(arr)):

b3.append("0")

while(Three>=0):

val = b2[Three]

value = int(val[0])

array2[value] = array2[value] - 1

b3[array2[value]] = b2[Three]

Three = Three -1

for x in range (0,len(arr)):

arr[x] = int(b3[x])

print("sorted array is ")

print(str(arr))

**Time Complexity Analysis:**

The time complexity of radix sort isO(d(n+b))\* time. Here b is the base if it is integer than base is 10 if alphabets then base is 26.

**Proof of Correctness:**

This algorithm also holds true for all cases.

**Three Strengths:**

* Don’t need Comparisons
* Uses Counting Sort

**Three Weaknesses:**

* Takes a little bit of more time
* Cannot Sort negative integers
* Lengthy Algorithm

**Dry Run:**

enter size of array 5

enter elements of array 6

enter elements of array 33

enter elements of array 6

enter elements of array 11

enter elements of array 0

sorted array is

[0, 6, 6, 11, 33]

**Insertion Sort:**

Insertion sort is basically a sorting technique which often use to sort array with respect to its position. By my mind it outperforms the sorting of an array in this way that an unsorted element compare itself with a sorted element(key) and then place itself in sorting manner by swapping itself with the key and the key also keeps on changing for every element of array. And we engage the insertion problem of an element in an array with this technique of sorting.

**Pseudo Code (Insertion Sort):**

Function of insertionsort(array):

for i to (1,len(array)):

j=i-1

key=array[i]

while(array[j]>key and j>=0):

array[j+1]=array[j]

j=j-1

array[j+1]=key

to get size=int(input("Enter size of array: "))

array=[]

for i to range(0,size):

take input in array.append(int(input("Enter elements of array: ")))

here we call function to get output

insertionsort(array)

print(array)

**Python Code (Insertion Sort):**

#Here is the python code of insertion sort

from array import\*

def insertionsort(array):

for i in range(1,len(array)):

j=i-1

key=array[i]

while(array[j]>key and j>=0):

array[j+1]=array[j]

j=j-1

array[j+1]=key

size=int(input("Enter size of array: "))

array=[]

for i in range(0,size):

array.append(int(input("Enter elements of array: ")))

insertionsort(array)

print(array)

**Time Complexity Analysis:**

The time complexity of insertion sort is O(nlogn)

Analysis is as follows.

=n

=n-1

=n-1

=(n-1) log(n)

=log(n)-1

=log(n)-1

=log(n)-1

**Proof of Correctness:**

Insertion Sort is also an iterative algorithm which uses only one for loop. It’s time complexity is also true for all inputs.

**Three Strengths:**

* Good for large number of inputs
* Uses only one iterative loop
* Closed to common sorting

**Dry Run:**

enter size of array 5

enter elements of array 6

enter elements of array 33

enter elements of array 6

enter elements of array 11

enter elements of array 0

sorted array is

[0, 6, 6, 11, 33]

**Count Sort:**

Count sort is sorting technique used whenever we want to sort uniformly distributed data and it plays a pivotal rule because it does not capitulate even sorting alphabets as well. And it is also based on keys between a specific range. And its code of conduct is that it outperforms sorting by arithmetic rules to calculate exact position of number in array means by decrementing and vice versa.

**Pseudo Code (Count Sort):**

Function of finding maximum(array):

maxi=array[0]

for j in range(1,len(array)):

if(array[j]>maxi):

maxi=array[j]

return maxi;

def appendvalue(array,array1):

for m to(0,len(array)):

array1[array[m]]= array1[array[m]]+1

size=int(input("Enter size of array"))

array=[]

for i in range(0,size):

take input in array (int(input("Enter elements of array")))

maxi=maximum(array)

array1=[]

for k in range(0,maxi+1):

array1.append(0)

calling a function appendvalue(array,array1)

array2=[]

for n in range(0,len(array1)):

while(array1[n]!=0):

array1[n]=array1[n]-1

array2.append(n)

print(array2) to get output

**Python Code (Count Sort):**

from array import\*

def maximum(array):

maxi=array[0]

for j in range(1,len(array)):

if(array[j]>maxi):

maxi=array[j]

return maxi;

def appendvalue(array,array1):

for m in range(0,len(array)):

array1[array[m]]= array1[array[m]]+1

size=int(input("Enter size of array"))

array=[]

for i in range(0,size):

array.append(int(input("Enter elements of array")))

maxi=maximum(array)

array1=[]

for k in range(0,maxi+1):

array1.append(0)

appendvalue(array,array1)

array2=[]

for n in range(0,len(array1)):

while(array1[n]!=0):

array1[n]=array1[n]-1

array2.append(n)

print(array2)

**Time Complexity Analysis:**

Time Complexity of Count Sort is O(n+k).

**Three Strengths:**

* One of the quickest algorithms
* Don’t need comparison
* Good for alphabets sorting

**Three Weaknesses:**

* Not good for negative integers
* If difference between integers is very large we have to make a large length of array

**Dry Run:**

enter size of array 5

enter elements of array 6

enter elements of array 33

enter elements of array 6

enter elements of array 11

enter elements of array 0

sorted array is

[0, 6, 6, 11, 33]

**Bubble Sort:**

It is also a technique to sort array either in ascending or descending array.it holds two subarrays at a time one is sorted and another is unsorted and by finding minimum it places that number in the beginning of sorted array. In this sorting every element from unsorted subarray is picked and move to sorted subarray.

**Pseudo Code (Bubble Sort):**

For i=1 to length of array

For j=1 to length of array-1

If arr[j] < arr[j+1]

Swap(arr[i] , arr[j+1])

**Python Code (Bubble Sort):**

from array import \*

def BubbleSort(arr):

for i in range(0,len(arr)):

for j in range(0,len(arr)-1):

if arr[j] > arr[j+1]:

c = arr[j]

arr[j] = arr[j+1]

arr[j+1] = c

size = int(input("enter size of array "))

arr = array('i',[])

for k in range(0,size):

arr.append(int(input("enter elements of array ")))

BubbleSort(arr)

print(arr)

**Time Complexity Analysis:**

For i=1 to length of array O(n+1)

For j=1 to length of array-1 O(n)\*O(n+1)

If arr[j] < arr[j+1]

Swap(arr[i] , arr[j+1])

**T(n) =** O(n^2)

**Dry Run:**

enter size of array 5

enter elements of array 3

enter elements of array 4

enter elements of array 66

enter elements of array 1

enter elements of array 3

[1, 3, 3, 4, 66]

**Collaborations:**

Team work is as essential as skills. Importance of team work had been understood by us from the very beginning of project. First of all we selected the name of project the name was selected on the basis of requirements of project and the best fit according to the present needs. After selecting the project we thoroughly analyze all the websites and chose the best one to scrap the data. As we are hostel lites so did not remain any difficult to cooperate. All the planning’s ran smoothly and we managed through all the difficulties and challenges. After submission of proposal we scrapped the data and completed all the milestones one by one. Besides the physical collaborations we also remained in touch through git hub. After creating repository we added collaborator to each other. And committed all the work done by us. The meetings happened between us mostly took place in our room or in library.

**Tasks Division:**

After Successfully selecting the project we started our work with the proposal of project. Simply the project was divided that my partner will write all the descriptions of the project and I will make its pencil tool UI. After submitting the proposal I started web scrapping I scrapped almost thousand of data and then my partner further extended it to the five thousand. The next milestone was to make GUI to overcome this hurdle we made a perfect combination of requirements and designing. Then we wrote all algorithms of sorting. Sorting included eight types of algorithms. From which I wrote 4 and the remaining 4 were written by partner. At last the time came to integrate all our work for which I wrote the code to load data from csv to qt widget and then my partner integrate the remaining project. And now I am remaining final report which was assigned to me.

**User Manual:**

|  |  |  |
| --- | --- | --- |
| UI Component Name | Type of UI component | Purpose of UI Component/Other details |
| Table | Table to display rows and columns | We used the table so that we can display the data scrapped from the website. And we could perform operations on it. |
| Buttons | Buttons | We used a lot of buttons in our UI these include starting button pausing button. A button that will sort the list of entities. And some buttons so we could switch from one page to the other. |
| Combo Box | Combo Box | We used combo box to select different type of algorithms. Like which particular algorithm you want to sort for sorting purpose. |
| Labels | label | We used a lot labels to display some information on the home screen. |
| Progress Bar | Progress bar | Progress bar will display the percentage of project which is being scrapped. |
| Radio Button | Radio button | Radio button will be used for multi leveling sorting. |
| tabs | tabwidget | Tabs will be used to shift from one window to the other |

**Integration:**

In the early stages it seemed very difficult to integrate our project this was due to the inappropriate IDE. Because due to lack of advance IDE we have to write all the events and code by our hand this made the project more complex. Secondly the time was less and it added to the more complexity of the project. Then we first of all integrate the csv file with qt widget after successfully integrating the csv file we stored the data of csv in the lists. Then we passed that lists in the sorting algorithms and sorted the entire table. Then we applied the searching algorithms in the project and displayed the searched object.